**Program 6**

**ExpressJS – Database, RESTful APIs**

a Write a program to connect MongoDB database using Mangoose and perform CRUD operations.

**Step 1: Install Required Packages**

Run in terminal:

1. node -v
2. npm -v
3. npm install express mongoose
4. npm list mongoose
5. **mongod –version**
6. npm init -y
7. node 6a1.js

**Step 2: 6a1.js**

const express = require('express');

const mongoose = require('mongoose');

const app = express();

app.use(express.json()); // for JSON data

// 1️⃣ Connect to MongoDB

mongoose.connect('mongodb://127.0.0.1:27017/mydb')

.then(() => console.log('✅ MongoDB Connected'))

.catch(err => console.log(err));

// 2️⃣ Create Schema & Model

const UserSchema = new mongoose.Schema({

name: String,

email: String

});

const User = mongoose.model('User', UserSchema);

// 3️⃣ CRUD Routes

// CREATE (POST)

app.post('/users', async (req, res) => {

const user = new User(req.body);

await user.save();

res.send(user);

});

// READ (GET)

app.get('/users', async (req, res) => {

const users = await User.find();

res.send(users);

});

// UPDATE (PUT)

app.put('/users/:id', async (req, res) => {

const user = await User.findByIdAndUpdate(req.params.id, req.body, { new: true });

res.send(user);

});

// DELETE (DELETE)

app.delete('/users/:id', async (req, res) => {

await User.findByIdAndDelete(req.params.id);

res.send({ message: 'User deleted' });

});

// 4️⃣ Start Server

app.listen(3000, () => console.log('🚀 Server running on port 3000'));

**Step 3: Run the Project**

**node 6a1.js**

✅ You can test the API using **Postman**

**Create User: POST** → [**http://localhost:3000/users**](http://localhost:3000/users)

JSON Body: { "name": "John", "email": "john@test.com" }

* **Get Users:** GET → [**http://localhost:3000/users**](http://localhost:3000/users)
* **Update User:** PUT → [**http://localhost:3000/users/<id**](http://localhost:3000/users/%3cid)**>**
* **Delete User:** DELETE → **[http://localhost:3000/users/<id](http://localhost:3000/users/%3cid)>**

**Explanation:**

**Step 1: Create a User (POST)**

**Request:**

POST

**http://localhost:3000/users**

Body (JSON):

**{**

**"name": "Alice",**

**"email": "alice@test.com"**

**}**

**Response Example:**

{

"\_id": "66a90f4a8c1b3f18f92c1a23",

"name": "Alice",

"email": "alice@test.com",

"\_\_v": 0

}

**Step 2: Update the User (PUT)**

Use the \_id from the response above in your **PUT request**:

PUT http://localhost:3000/users/66a90f4a8c1b3f18f92c1a23

**Body (JSON):**

**{**

**"name": "Alice Updated",**

**"email": "alice.new@test.com"**

**}**

**Step 3: Check Update**

Then you can **GET** all users to confirm:

GET http://localhost:3000/users

**b. Write a program to develop a single page application using RESTful APIs.**

very simple and small ExpressJS SPA program using RESTful APIs with a mock in-memory database (array). This example will:

* Serve a single HTML page (SPA)
* Provide RESTful API endpoints (GET and POST)
* Allow adding and displaying items dynamically

**1. Install dependencies**

npm init -y

npm install express body-parser

**2. 6b.js**

const express = require('express');

const app = express();

app.use(express.json());

app.use(express.static('public'));

let items = ["Apple", "Banana"];

app.get('/api/items', (req, res) => res.json(items));

app.post('/api/items', (req, res) => { items.push(req.body.name); res.json(items); });

app.listen(3000, () => console.log('http://localhost:3000'));

**3. public/index.html (Single Page App)**

Create a folder named **public** in your own created folder and save this file as index.html in public folder

<!DOCTYPE html>

<html>

<body>

<h2>Items</h2>

<ul id="list"></ul>

<input id="item" placeholder="New item">

<button onclick="addItem()">Add</button>

<script>

async function load(){

const res = await fetch('/api/items');

document.getElementById('list').innerHTML = (await res.json()).map(i=>`<li>${i}</li>`).join('');

}

async function addItem(){

await fetch('/api/items',{method:'POST',headers:{'Content-Type':'application/json'},body:JSON.stringify({name:document.getElementById('item').value})});

document.getElementById('item').value='';

load();

}

load();

</script>

</body>

</html>

**Run**

**node 6b.js**

**Output:**

**![](data:image/png;base64,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)**